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Abstract: Reliability is one of the highly significant quality indicators of object oriented software. Its proper measurement or evaluation, constantly facilitate and improve the software development process. On the other hand, reliability has always been a mysterious theory and its truthful measurement or evaluation is a complex exercise. Researchers and practitioners have always argued that reliability should be considered as a key feature in order to promise the quality software. A perfect measure of software quality fully depends on reliability measurement, and as an outcome estimating reliability is a complex problem attracting significant research consideration.

This review paper presents the results of a systematic literature review conducted to gather facts on software reliability estimation of object oriented design. In this review paper, our contribution is to discover the available recognized comprehensive and an absolute model or frameworks for measuring the reliability of object oriented design at an early phase of development life cycle.
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I. Introduction

In software development industry the steps towards corrective actions for victorious software development procedure comes too late resulting in uselessness, delayed delivery, in excess of budget and poor quality with reduced capabilities software. An early assessment towards software post-release quality can be a useful therapy to maximize the business result by shortening the time and increasing the probability of project success. The development group is also a beneficiary of the software quality estimation technique as they obtain an early recommendation regarding the quality of their product. Software quality estimation has been proved to be one of the most upcoming as well as interesting research topics of the decade which aims to recognize and minimize the error prone tasks to reduce the overall software development cost and time.

For the motivation that measurement is the key to achieving high reliability software, it is significant for software engineers to be familiar in this area. The software engineer would apply the body of information to improve the reliability of software throughout the development life cycle. In addition, the body of knowledge may be used as course of action for practitioners, licensing of software professionals, and used for training in software reliability measurement. Whenever we refer to “measurement”, we will be referring to the measurement of the reliability of the software. Our motivation is that without measurement, software engineers would not be able to achieve reason that the complexity of software tends to be high. Whereas any system with a high degree of complexity, as well as software, will be hard to reach a certain level of reliability, system developers tend to move forward complexity into the high reliability software. Thus, design phase measurement is important to developing reliable software.

The assistance for software engineers of this process is to identify the facts and skills that are required to advance the measurement component of software engineering from an expertise to a profession. Rather than focus on the coding phase of the development process, as has been the case historically, it is important to identify how measurement can be applied to the initial stage and to key the necessary information to the process phases. This move toward is important for three reasons. First, early detection and resolution of reliability problems save considerable time and money in software development. Second, product and process measurements must be integrated so that the communication between the two can be assessed throughout the life cycle. Third, software engineers must have complete knowledge of the role of measurement in contributing to the development of high reliability products and the processes that produce them.

II. Approaches to Identifying Knowledge Requirements

There are two approaches to identifying the knowledge that is compulsory to plan and implement a software reliability program. One approach is issue oriented, as shown in Table 1. The other is life cycle phase oriented. The two approaches are compatible although different views of achieving the same objective and have been provided to show the software engineer why (issue oriented) and when (phase oriented) the need for measurement arises.

Issue Oriented

Issues happen because there are important considerations in achieving software reliability goals at acceptable cost. Using this approach, the associations among issues, functions, and knowledge requirements are shown in Table 1. This table shows some of the important functions that would be performed by the software engineer in executing a life cycle reliability management plan, oriented to the issues in the first column; this table is not exhaustive. Software reliability is a key feature to software quality. Reliability is the property of referring how well software meets its requirements & also “the probability of failure free operation for the specified period of time in a specified environment”. Software reliability defines as the failure free operation of computer program in a specified environment for a specified time Software. Reliability is an essential attribute of software quality, in cooperation with functionality, usability, performance, serviceability, capability, install ability, maintainability, and documentation. Software Reliability is hard to attain, for the software layer, with the speedy growth of system size and ease of doing so by advancement the software. Despite the fact that the analyzability of software is inversely correlated to software reliability, it is straightforwardly related to other important...
factors in software quality, particularly software functionality and capability, etc. call attention to these features will be liable to include additional reliability to software.

III Reliability

According to IEEE, software reliability as “The capability of a system or component to perform its required functions under declared conditions for a specified period of time. The user based reliability of a program is described as the possibility that the program will give the correct output with a typical set of input data from the user background[23]. Software reliability is a branch of software quality. It relates to several areas where software quality is concerned. Therefore quantifying software reliability remains a complex problem as we don’t have a high understanding of the character of software. Reliability is considered as the possibility that a system will not fail to perform its proposed functions over a specified time period. Customers are seriously aware of the reliability of software, they are likely to be mostly unworried with the point of the reusability of the components making up the source code. Unreliability has a number of regrettable consequences and as a result for many products and services is a severe warning. For example low reliability can have inference for:

- Protection
- Competitiveness
- Profit margins
- Charge of repair and maintenance
- Delays further up supply chain
- Reputation
- Good will
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**Software Reliability** $R(t)$: The probability of failure-free operation of a computer program for a specified time under a specified environment.

**Failure**: The departure of program operation from user requirements.

**Fault**: A defect in a program that causes failure.

**Failure Intensity (rate)** $f(t)$: The expected number of failures experienced in a given time interval.

**Mean-Time-To-Failure (MTTF)**: Expected value of a failure interval.

**Expected total failures** $m(t)$: The number of failures expected in a time period $t$.

### Reliability Theory

Let $T$ be a random variable representing the failure time or lifetime of a physical system. For this system, the probability that it will fail by time $t$ is:

$$P(T \leq t) = 1 - e^{-t/\lambda}$$

where $\lambda$ is the failure rate. The probability of the system surviving until time $t$ is:

$$P(T > t) = e^{-t/\lambda}$$

Failure rate - the probability that a failure will occur in the interval $[t_1, t_2]$ given that a failure has not occurred before time $t_1$. This is written as:

$$f(t) = \frac{d}{dt}P(T \leq t) = \frac{d}{dt}(1 - e^{-t/\lambda}) = \frac{1}{\lambda}e^{-t/\lambda}$$

Hazard rate - limit of the failure rate as the length of the interval approaches zero.

A reliability goal expressed in terms of one reliability quantify can be easily transformed into another measure as follows (assuming an “average” failure rate, $\lambda$, is measured).

### IV OOD Metrics

As object oriented analysis and design techniques turn out to be broadly used, the demand on evaluate the quality of object-oriented designs significantly increases. In recent times, there has been a lot research effort to develop and empirically validate metrics for object oriented design quality characteristics especially Complexity, coupling and cohesion have received a significant interest in the field. regardless of the rich body of research and put into practice in developing design quality metrics, there has been less importance on dynamic metrics for object-oriented designs. The complex dynamic behaviour of a lot of real-time applications motivates a shift in interest from conventional static metrics to dynamic metrics.

Object-oriented technology is gaining considerable interest as a valuable paradigm for developing software applications. To estimate the quality of OO software, we need to judge and analyze its design and implementation using suitable metrics and assessment techniques. As a result, numerous quality metrics have been introduced to evaluate the application quality at various development phases. Assessing the application quality at an early development phase is helpful in guiding the development effort at succeeding phases. In this thesis, we are concerned with metrics that are appropriate at the design phase.

<table>
<thead>
<tr>
<th>Name</th>
<th>Author</th>
<th>Metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>MOOSE/CK</td>
<td>Chidamber et.al.</td>
<td>WMC, DIT, NOC, CBO, RFC, LCOM</td>
</tr>
<tr>
<td>MOOD</td>
<td>Abreu et.al.</td>
<td>MIF, AIF, MHF, AHF, POF, COF</td>
</tr>
<tr>
<td>LK</td>
<td>Lorenz et.al.</td>
<td>CS, NOO, NOA, SL, OS, OC, NP</td>
</tr>
<tr>
<td>QMOOD</td>
<td>Bansiya</td>
<td>DSC, NOH, NSL, NMI, NNC, NAC, NLC, ADLAWL, ANA, MPM,</td>
</tr>
<tr>
<td>LNW</td>
<td>Li et.al.</td>
<td>NAC, NLM, CMC, NDC, CTA, CTM</td>
</tr>
<tr>
<td>SATC</td>
<td>Rosenberg et.al.</td>
<td>CC, LOC, WMC, RFC, LCOM, DIT, NOC</td>
</tr>
<tr>
<td>STREW-J</td>
<td>Nagappan et.al.</td>
<td>NTC/SLC, NTC/NR, TLC/SLC, NA/SLC, NTC/NSC, NC, NLC/NC</td>
</tr>
</tbody>
</table>

Table 1[23]
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V Research Methodology

A systematic literature review is a technique of recognizing, estimating and understanding the existing research result significant to a particular research area or subject [22]. The study in research area has mainly divided into two categories primary and secondary studies. Primary study is an individual studies contributing to the research and secondary study is a systematic review of other research related to the research area, topic or observable fact of interest [22]. The enthusiasm for choosing systematic literature review as methodology of study are to sum up the existing body of knowledge regarding the research of concern, to recognize the gap in current research and to present framework/ background for further examination. In this perspective, Study select the systematic review to sum up the existing concepts of reliability factors and measurement in software engineering and apply that knowledge to build up a reliability assessment framework/model for reliability estimation.

The justification for selecting this methodology is:
1. Systematic literature review’s healthy defined methodology helps to decrease the bias for selecting primary studies.
2. Its systematic process enables consistency in study selection and quality estimation of primary studies.
3. Its result serves as input for advance framework creation.

The systematic literature review has the following steps [22].
1. Data source selection
2. Search strategy development
3. Search string formation
4. Study selection criteria identification
5. Study quality assessment identification
6. Study extraction strategy identification

VI Systematic Literature Review

Software Reliability Models have come into observation as people try to understand the characteristics of how and why software fails, and try to calculate software reliability. More than 200 models have been developed in view of the fact that the before 1970s, but how to measure software reliability still remains largely unsolved. No particular model completely represents software reliability. In the midst of software reliability models, one can differentiate two main categories software reliability prediction model which address the reliability of the software early in the lifecycle and software reliability estimation model which evaluates current and future software reliability from failure data gathered beginning with the integration test of the software [32].

The following are concise examples of the functions and knowledge requirements programmed in Table 1. Our purpose is to give details to the software engineer the functions and the knowledge requirements that address the issues in Table 1. In addition, study describes techniques that can be employed to implement each of the functions. For example, with respect to Issue 1, we could interview key personnel and examine documentation in carrying out the function of “analyzing reliability goals and specifying reliability requirements”.

Proposed study first; briefly describe the OOD method, mistake, error, and breakdown, the theory of Reliability, Software Reliability Model, and Software Metrics, followed by recognized Reliability Metrics. Leslie Cheung et al. planned a structure for predicting reliability of software components at architectural design. Author recognized reliability parameters and concludes the particular effects of reliability components. They talk about the mechanism to defeat the lack of failure by using defect investigation and categorization techniques, lack of operational profile information. [15]. Claes Wholin introduces three ways to calculate the parameters of the model. Author described that p He described that by unifying three approaches given by Claes Wholin with two parameters given by G.O model, total number of failure is greatly dependent on current project [16]. Myron Hecht described that for terrestrial and space elements software becomes a more significant cause of operational failures. So there is an increasing need for group of valid software failure data that can be correctly used to evaluate and improve dependability [17].

Early estimation of reliability, exclusively at design phase assists the designers to improve their designs before the coding starts. A decision to change the design in order to improve reliability after coding has started may be very expensive and error-prone. While estimating reliability early in the development process may greatly reduce the overall cost [29].

VII Conclusions

A software reliability realization is necessary and inflexible to achieve it. It can be improved by suitable understanding of software reliability, characteristics of software and sound software design. Ensuring software reliability is no simple job. As rigid as the problematic is, promising progresses are still being made toward more reliable software.

After the above discussion our conclusion is that reliability is a quality factor that attempts to predict that how much effort will be required for software testing. After an exhaustive review process we found that reducing effort in measuring reliability of object oriented design is must in order to deliver quality software within time and budget.

VIII Critical Observations

Subsequent successful completion of the systematic literature review a number of important explanations can be enumerated as follows. Reliability is coupled with unpredicted failures of products or services and Analyzing, understanding why these failures occur is key to improving software reliability. The main reasons why failures take place include:

- The product is not robust for purpose or more especially the design is inherently incapable due to lack of analyzability.
- Failures can be caused by wear-out
  - Failures might be caused by deviation.
  - Wrong stipulation may basis failures.
  - Misuse of the item may grounds failure.
Items are designed for a specific operating environment and if they are then used outside this environment then failure can occur.
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Table 2: Software Reliability Evaluation

<table>
<thead>
<tr>
<th>Issue</th>
<th>Function</th>
<th>Knowledge</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Goals: What reliability goals are specified for the system?</td>
<td>Analyze reliability goals and specify reliability requirements.</td>
<td>• Reliability Engineering  • Requirements Engineering</td>
</tr>
<tr>
<td>2. Cost and risk: What is the cost of achieving reliability goals and the risk of not doing so?</td>
<td>Evaluate economics and risk of reliability goals.</td>
<td>• Economic Analysis  • Risk Analysis</td>
</tr>
<tr>
<td>3. Context: What application and organizational structure is the system and software to support?</td>
<td>Analyze the application environment.</td>
<td>• Systems Analysis  • Software Design</td>
</tr>
<tr>
<td>4. Operational profile: What are the criticality and frequency of use of the software components?</td>
<td>Analyze the software atmosphere.</td>
<td>• Probability  • Statistical Analysis</td>
</tr>
<tr>
<td>5. Models: What is the feasibility of creating or using an existing reliability model for assessment and prediction, and how can the model be validated?</td>
<td>Model reliability and validate the model.</td>
<td>• Probability Statistical Models</td>
</tr>
<tr>
<td>6. Data requirements: What data are needed to support reliability goals?</td>
<td>Define data type, phase, time, and frequency of collection.</td>
<td>• Data Analysis</td>
</tr>
<tr>
<td>7. Types and granularity of measurements: What measurement scales should be used, what level of detail is appropriate to meet a given goal, and what can be measured quantitatively, qualitatively, or judgmentally?</td>
<td>Define the statistical properties of the data.</td>
<td>• Measurement Theory</td>
</tr>
<tr>
<td>8. Product and process test and evaluation: How can product reliability measurements be fed back to improve process quality?</td>
<td>Analyze the relationship between product reliability and process stability.</td>
<td>• Inspection Test Methods</td>
</tr>
</tbody>
</table>