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Abstract

Open source software is produced cooperatively by groups of people who work together via the Internet. The software produced usually becomes the “common property” of the group and is freely distributed to anyone in the world who wants to use it. Although it may seem unlikely, open source collaborations, or “commons,” have grown phenomenally to become economically and socially important. But what makes open source commons succeed at producing something useful, or alternatively, what makes them become abandoned before achieving success? This paper reviews the theoretical foundations for understanding open source commons and briefly describes our statistical analysis of over one-hundred-thousand open source projects. We have found, that leadership, clear vision and software utility may be causes of success early in a project's lifetime, and that building a community of software developers and users around an increasingly useful software product appears to be key to success for most projects later in their lifetimes.
1. Introduction

We began to study open source software collaborations, or what we call open source “commons,” in 2005 with support from a United States National Science Foundation grant.\(^1\) Our motivation was to understand these kinds of collaborations to help inform future software projects, but also because the collaborative principles of open source can be applied to other areas where there is a need, globally, to solve pressing problems facing humanity, such as in the case of addressing climate change. Since we began our research, open source commons have become more economically important, possibly affecting 4% of European GDP by 2010 [9]. In addition, peer production commons organised around digital content other than software, like Wikipedia and YouTube, have had significant social effects. Consequently, understanding how these commons work is becoming increasingly important for understanding how our economies and societies may change in the future.

In order to understand open source commons, we needed to know what factors might make these collaborations succeed or be abandoned before reaching their potential. To learn about these factors, we initially looked at the relevant academic literature and developed hypotheses about what might be the important factors. We then undertook empirical research, including interviews with open source software developers and statistical data analysis of projects hosted on Sourceforge.net (SF), to examine these hypotheses more closely. Although our SF data lack some potentially important factors, we believe they have revealed important information about what makes projects succeed. We initially presented this paper at the FOSS4G 2008 conference held in Cape Town, South Africa [25]. The first part of this paper is taken directly from our earlier paper, and describes our literature research and the factors that may be important for collaborative success in open source commons. The second part of the paper has been updated to reflect the latest results and conclusions from our empirical research.

2. Factors Thought to Influence Open Source Collaborations

We have reviewed a sizeable amount of theoretical and empirical literature in a variety of disciplines searching for factors thought to contribute to the success or abandonment of open source collaborations. We started with the traditional information systems development literature, but then moved to literature on distributed work and virtual teams, as well as literature on collective action and commons governance and management. Much of this latter work focuses on collaborations in natural resource commons or common property, but very recently scholars have begun studying “digital commons,” such as open access publishing, and open content collaboration [10]. In this section we provide an overview of the variables we have identified through this process. Following Ostrom [17], we organise them into physical, community and institutional attributes (Figure 1).

\(^1\) For reasoning behind why we call these projects a commons, see our open access paper published in Upgrade [22a].
2.1 Physical Attributes of Open Source Commons

Physical attributes refer to the set of variables related to the software developed or to some of the technological infrastructure needed for team coordination. Our review identified the following variables that potentially affect the success or abandonment of open source commons: (1) software requirements, (2) modularity, (3) product utility, (4) competition, and (5) collaborative infrastructure.

Software requirements refer to the processes used to determine what the software will or should do. It is thought that projects with clearly defined visions will do better than ones without such visions. Modularity has to do with the design of the software, and whether it is easily broken down into separate, relatively standalone components. Within limits, a modular design is thought to make it easier for contributors to “carve off chunks” of the project that they intend to work on [30]. Product utility means that a project will be more successful if the software being produced is something that people want or need, or if it is more useful than other software products [30]. Competition refers to whether the project is unique in what it is trying to do, or whether there are other similar projects available. Significant competition would lead to potentially fewer available people or organizations wanting to join in to any particular project. Competition also captures the situation where a rival technology comes along that reduces people’s interest in the product being developed. Finally, collaborative infrastructure describes the types of technologies used to help coordinate the collaborative team. There
are a variety that may be used, including a code version control system, a bug tracking system, and a number of communication and documentation technologies (e.g., email lists, web-based forums, Internet Relay Chat, etc.). The particular configuration may be particularly important in reducing the time expended by team members. For instance, a norm emphasizing the use of a question and answer forum for help creates, at the same time, a searchable documentation database.

2.2 Community Attributes of Open Source Commons

This label captures variables related to the people who are developing the software, along with the financial and marketing aspects of the project. These include: (1) user involvement; (2) leadership; (3) social capital; (4) group homogeneity/heterogeneity; (5) group size; (6) project financing; and (7) marketing strategies.

User involvement is one of the long-standing variables known to influence the success or failure of traditional software development projects [6] as well as in open source settings [28, 29]. Similarly, the concept of leadership appears repeatedly in the literature and is thought to be a success or abandonment factor in both traditional face-to-face teams and virtual teams [26]. Components include leadership structure, how well the leader(s) are able to motivate the team, and how well goals or a “clear vision” are articulated [12]. In political science and economics, the degree of social capital – usually characterised as “trust” between community members – is often discussed when describing a “healthy” or vibrant community [19]. In other commons settings three factors contribute to the establishment and maintenance of trust: reciprocal relationships (e.g., I help you, you help me), repeated interactions [18], and regular face-to-face meetings [14].

Group heterogeneity is thought to influence the ability for a team to act collectively [21]. Varughese and Ostrom [27] sub-divide the concept into three categories: (1) socio-cultural, (2) interest, and (3) asset heterogeneity. Socio-cultural heterogeneity includes attributes such as ethnicity, religion, gender, caste, language, or other cultural distinctions. The presumption is that groups with diverse socio-cultural backgrounds will have more difficulties working together because of a lack of understanding and, potentially, a lack of trust. Interest heterogeneity captures the motivations of people who participate in a commons. Volunteers often participate in open source for different reasons than some paid programmers. It is an open question as to whether diverse or diverging interests in open source affect collaboration, although some literature suggests that tensions could arise when heterogeneous interests (such as volunteer and business) coincide [19, 27]. Lastly, asset heterogeneity captures the idea that some individuals may bring to a project capabilities or resources that others on the team might not have themselves. For example, concepts like wealth and political power are two types of assets found in some commons settings. Studies related to natural resource commons have found that heterogeneity in assets negatively impacts a group’s ability to self-organise [11].

Group size is another variable that has long been thought to influence success or failure in natural
resource commons as well as software development settings [24]. For years it has been thought that the larger the group the higher the coordination costs [16, 2]. Yet specifically in open source, “Linus’ Law” – “with more eyes, all bugs are shallow” [20] – suggests that larger groups are actually helpful. Others have found empirical evidence that suggests that the relationship between group size and success is complex, not direct, and probably not linear. For instance, changes in group size tend to simultaneously affect other variables, such as group homogeneity and leadership [4]. In short, group size has long been thought to be influential, but its effect on open source commons is unclear.

The last two community attribute variables are project financing and marketing strategies. Several open source researchers emphasise financing as a key variable for project success [30, 8]. The argument is that financing can ensure that someone is working on the project and provides some assurance that the project will move ahead. At the same time, funding from a particular source could lead to some tensions over future technical direction of the project in the case where there is a hybrid (e.g., volunteer and paid developer) team. Turning to marketing, surprisingly, there appears to be very little in the literature on this as a variable that affects open source success or abandonment. Yet there are indirect suggestions in the literature about the importance of getting the project known in the early days to gain a user community as well as more development support.

2.3 Institutional Attributes of Open Source Commons

The “institutional attribute” category in Figure 1 contains variables related to the governance and management systems used by the open source commons and the types of rules in place intended to guide the behavior of participants. Institutions are a key set of variables in natural resource commons used to protect the resource from overuse. However, it is only very recently that researchers are conceptualizing and investigating empirically institutional designs in open source settings [22, 15, 13, 23]. Part of the reason for this lack of attention may be that formal rules and procedures are thought to create disincentives for participating in open source [20], and in open source commons content version control systems replace the need for rules by protecting the software from accidental destruction through version control and rollback functionality. However, given the emerging involvement in open source development by firms, government agencies and nonprofit organizations, it is likely that institutional designs will increasingly be a factor in whether projects succeed or become abandoned.

To analyze open source institutional designs, we build specifically on the work of Elinor Ostrom [17] who organises institutions into Operational, Collective Choice and Constitutional levels. Operational norms and rules oversee the day-to-day activities in a project. Collective choice rules define how changes to operational level rules occur and who has the authority to make such changes. Constitutional level rules specify who is eligible to change Collective Choice rules and also define the procedures for making such changes. They also can be formalised rules that establish the boundaries or principles that the collaboration is grounded upon. The project’s open source licence is the obvious
example of a Constitutional level element. Within each level are seven types of rules [17] (shown in the “Institutional Attributes” box in Figure 1), but because of space limitations and because Sourceforge.net data does not contain such information, we do not describe this more fully here.

3. An Empirical Analysis of SourceForge.net Projects

As most readers of this paper will know, Sourceforge.net (SF) is the largest hosting website for open source software projects. The FLOSSmole project [7] collects data from SF and makes it publicly available. Pre- and post-release data on projects are contained in this dataset. In earlier work, we divided the lifetime of open source software projects into an Initiation Stage and a Growth Stage [22, 22a]. The Initiation Stage is the period from the time the project begins until the time that it has its first public release of software. The Growth Stage is the time period after the first public release. Using FLOSSmole data, along with data we gathered from SF ourselves, we classified 107,747 projects as either successful or abandoned in the Initiation or Growth Stage, and then manually validated this classification to make certain it was accurate. Table 1 summarises our definitions. For more information, see [5]. This classification became our dependent variable. For our independent variables, we used six numerical and seven groups of categorical variables present in the SF data. Table 2 describes the six numerical variables and indicates some of the “subcategories” which comprise each of the seven “groups” of categorical variables. Each subcategory is an individual independent variable in our analysis. The reader may also refer back to Figure 1, where we indicated the variables present in our SF data with an asterisk. A quick glance at Figure 1 reveals that many potentially important variables are not included in the SF data set.

<table>
<thead>
<tr>
<th>Success, Initiation</th>
<th>Developers have produced a first release</th>
</tr>
</thead>
<tbody>
<tr>
<td>Abandonment, Initiation</td>
<td>Developers have not produced a first release and &gt;1 year since project registration</td>
</tr>
<tr>
<td>Success, Growth</td>
<td>Project has achieved three meaningful releases and the software has been downloaded more than 10 times.</td>
</tr>
<tr>
<td>Abandoned, Growth</td>
<td>Project appears to be abandoned (no activity) before producing three releases</td>
</tr>
</tbody>
</table>

Table 2. Selected Variables in Sourceforge.net Data

<table>
<thead>
<tr>
<th>SF Variable</th>
<th>Description</th>
<th>Associated Theoretical Concept (Figure 1)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Developers</td>
<td>Total number of developers on the project</td>
<td>Group size – Community attribute</td>
</tr>
<tr>
<td>Tracker Reports</td>
<td>Total number of bug reports, feature requests, patches and support requests</td>
<td>Collaborative infrastructure – bug tracking system. Physical attribute. User Involvement – Community attribute. Group size – Community attribute</td>
</tr>
<tr>
<td>Page Visits</td>
<td>Total number of views of any of the project's SF website</td>
<td>Product utility – Physical attribute; Group size – Community attribute</td>
</tr>
<tr>
<td>-------------</td>
<td>----------------------------------------------------------</td>
<td>---------------------------------------------------------------------</td>
</tr>
<tr>
<td>Forum posts</td>
<td>Total number of Forum posts made to the project's public forums from 2005-10-06 through 2006-08-02</td>
<td>Collaborative infrastructure – Physical attribute; Group size – Community attribute</td>
</tr>
<tr>
<td>Downloads</td>
<td>Total number of downloads of the software package</td>
<td>Product utility – Physical attribute; Group size – Community attribute</td>
</tr>
<tr>
<td>Project Information Index</td>
<td>Total number of “subcategories” of the categorical variables (described below) that a project has selected to describe itself.</td>
<td>Product utility – Physical attributes</td>
</tr>
<tr>
<td>Intended Audience</td>
<td>Categorical variable describing the type of person the project targets (e.g., end users, advanced end users, business, computer professionals, other)</td>
<td>User Involvement – Community Attribute</td>
</tr>
<tr>
<td>Operating System</td>
<td>Categorical variable describing the operating system(s) the software will run on</td>
<td>Product utility, critical infrastructure – Physical attribute</td>
</tr>
<tr>
<td>Programming language</td>
<td>Categorical variable(s) describing the programming languages used</td>
<td>Product utility, preferred technologies – Physical Attribute</td>
</tr>
<tr>
<td>User Interface</td>
<td>Categorical variable describing how the software interfaces with the user (e.g., command line, GUI, etc.)</td>
<td>Product utility, preferred technologies – Physical Attribute</td>
</tr>
<tr>
<td>Database Environment</td>
<td>Categorical variable for the database used in the project’s software (if relevant)</td>
<td>Product utility, preferred technologies – Physical Attribute</td>
</tr>
<tr>
<td>Project Topic</td>
<td>Group of 19 categorical variables consists of the topics that the SF website uses to classify the projects (e.g., education, games, security, printing, etc.)</td>
<td>Product utility, critical infrastructure – Physical attribute</td>
</tr>
<tr>
<td>Project License</td>
<td>Categorical variable(s) describing the type of open source license(s) used.</td>
<td>Constitutional rules – Institutional Attribute</td>
</tr>
</tbody>
</table>

### 3.1 Statistical Methods: Classification Tree Analysis.

Classification trees [3] are a method of dividing data into dependent variable groups based on independent (sometimes referred to as “predictor”) variables. In our case, classification trees use our six numerical and seven groups of categorical independent variables to attempt to divide the data as accurately as possible into groups of successful or abandoned projects. To put it another way, classification trees attempt to use each and every variable to maximise the accuracy of predicting whether a project is successful or abandoned. We had several reasons for choosing classification trees over other forms of statistical analysis, such as logistic regression. First, classification trees can easily handle numerical as well as categorical data and model complex interactions [1]. Second, this
technique is non-parametric, thus eliminating questions about the suitability of the data for parametric analysis. Finally, classification trees are fairly easily interpreted. Since the classification technique is computationally demanding, we were not able to simultaneously process all 107,747 projects in our database. Instead, we used random samples of the data that were large enough to produce consistent results.

### 3.2 Example of Classification Tree Results.

The classification tree shown in Figure 2 was created from a random sample of 1,000 projects in the Growth Stage, and the tree algorithm used all our independent variables as potential predictors of success or abandonment. The algorithm found that the most accurate way to discriminate projects that were successful in the Growth Stage (“SG” in the figure) from projects that had been abandoned in the Growth Stage (“AG”) was to first divide the data based in the number of Page Visits. This first division, or first “node” of the tree, divided the projects according to whether they had greater than or less than 4,317 Page Visits. The data sample included 524 projects having less than 4,317 Page Visits (shown on the left hand side of the tree), and 85% of them were “correctly classified” (abbreviated “cc” in the tree) as AG projects. Projects with greater than or equal to 4,317 Page Visits were further divided (in the second node on the right hand side of the tree) as to whether they had less than four Tracker Reports. Figure 2 shows that 276 projects had less than 4 Tracker Reports and were classified as AG; however, only 56% of these projects were correctly classified. On the other hand, of the 200 projects that had four or more Tracker Reports, 80% were correctly classified as SG. Overall, this model correctly classified 76% of the projects. The Kappa statistic reveals that the model improved the classification by 42.5% over what would have resulted if the projects had been divided by chance. The AG row in the confusion matrix shows how many AG projects (601) were correctly classified as AG and how many AG projects (40) were incorrectly classified as SG. Similarly, the SG row in the matrix shows how many SG projects were correctly or incorrectly classified. We also constructed trees from random samples of projects in the Initiation Stage (not shown), and we will describe the results for both stages in the following “Findings” sections.
3.3 Initiation Stage Findings

As we have suspected for some time, different factors discriminate successful from abandoned projects in the Initiation Stage as opposed to the Growth Stage. Recall that we defined the Initiation Stage as the time before a project has its first public release. Classification trees produced using random samples of Initiation Stage projects had similar accuracy to the tree shown in Figure 2, and revealed the Project Information Index (PII) to be the top splitting variable. The PII is the sum of the number of descriptive categories chosen by a project’s developers to describe the project. For example, if a project description on SF included three different intended audiences, two different programming languages, a single project topic and no other descriptive categories, then the PII would have a value of six. We were able to determine, by examining projects at the time of their first release, that projects that have much higher than average PIIs in the Initiation Stage tend to become successful in Initiation, rather than becoming abandoned.

But why would the PII be the most important factor for separating successful from abandoned projects in the Initiation Stage? We hypothesised that there might be three explanations, based on factors that turned up in our literature review. First, a project that has a higher PII will often have higher “utility” because higher PII likely means that the project has a broader functionality. For example higher PII might reflect a broader intended audience, the ability to work with more programming languages, the ability to run on more operating systems, or other useful functionality related to the categorical variables. Second, having a “clear vision” for the project would likely result
in a more accurate description of the project, and thus a higher PII. Finally, a higher PII may indicate more diligent and engaged leadership, simply because the “leader” takes the time to provide a detailed description of the project. We can make a reasonably good case that higher PII is a “cause” of success in Initiation because (1) higher PII occurs before a project becomes successful, (2) higher PII is highly correlated with success, as revealed by the classification tree results, and (3) we can envision mechanisms related to PII that could reasonably help a project to become successful. However, we cannot be sure whether higher utility, clear vision (i.e setting goals), leadership or any combination of these three factors are the key to success. We intend to investigate this finding further in upcoming survey research.

3.4 Growth Stage Findings

As described above, the top splitting variable in Figure 2 is Page Visits, which we have listed in Table 2 as being associated with the concept of utility. The second most important splitting variable is Tracker Reports, which we have hypothesised is related to user involvement and group size. We base this Tracker Reports hypothesis on the idea that a project with more users, or more involved users, seems more likely to have Tracker Reports, since Tracker Reports are comprised of bug reports and feature requests, among other things. We have also found, using statistical methods not described here, that the average number of developers on projects increases before a project becomes successful in the Growth Stage, and that higher developer counts are correlated with success. So it appears that useful software, and probably other factors, attract a larger user and developer community and that a significant community is a defining characteristic of successful Growth Stage projects. This finding may seem to be intuitively obvious, but other findings were possible because we specifically designed our definition of success to include projects that produce software that is only of interest to a few users. An example of important software that might be used by only a few users could be a bioinformatics software that studies a gene involved in a rare disease. These small, but successful, projects are probably among the 15% of the 524 projects, shown in the left hand side of the tree in Figure 2, that are misclassified as AG projects. It could have turned out that the majority of successful Growth Stage projects were small with little evidence of community, but this is not the case. In summary, we have found that the majority of successful Growth Stage projects have a substantial community of users and developers, and that building such a community is a characteristic of success in the majority of growth stage projects.

Another thing worth noting in Figure 2 is that none of our categorical variables appear in the tree as important predictors of success or abandonment in the Growth Stage. By querying our database and looking at the distribution of successful and abandoned projects across all our categorical variables, we found that there are many successful and abandoned projects, in both the Initiation and Growth Stages, in every categorical variable subcategory. In other words, open source software is a broad-based
phenomenon that spans Intended Audiences, Operating Systems, Programming Languages and our other categorical variables, and thus, these characteristics are not very useful for discriminating successful from abandoned projects.

4. Conclusions

We started this paper by describing how understanding open source commons is important for understanding the significant social and economic changes that have occurred as a result of this phenomenon. In addition, understanding these commons could help in forming collaborations to solve critical global problems. We began our investigation by studying multidisciplinary literature to discover factors that might be important for the success or abandonment of these commons. We then linked these factors, and related theoretical concepts, to data available from SF. We described how we created and validated a dependent variable that classified 107,745 SF projects as successful or abandoned in the Initiation and Growth Stages. We then used classification trees, among other statistical techniques, to discover which of the factors, represented by various independent variables available in the SF data, were most able to discriminate successful from abandoned projects. We found that the potential utility of the software, having a clear vision or goals for the project, and diligent leadership were likely to be causes of success in the Initiation Stage. In the Growth Stage, building a community of users and developers around a software product that is useful to a fairly large number of people is associated with success in most cases. Finally, we noted that many potentially important variables are not represented in the SF data. Missing variables include things like: skill levels of developers, homogeneity/heterogeneity of the developer teams, software complexity, project financing, and institutional structures. We intend to continue our research to study these potentially important factors and to further investigate the findings discussed in this paper.
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